# Compures Programming 

## $102 \square 54$

 ©OCHILRREN ANO AOMMs,

By Dwight and Patricia Harris Illustrated by John Nez

## Compnise Programming $1,2,3!$

# Compuser Programmige 

 $1,2,3!$ FOR CHILDREN AND ADULTSBy Dwight and Patricia Harris
Illustrated by John Nez
Cover Illustration by Richard Walz


Publishers•GROSSET \& DUNLAP • New York

# To Victor Goings. who encouraged the efforts that led to this book being written 

The authors thank Apple Computer, Inc., Intel Corporation. and Radio Shack for their materials and assistance.

## Contents

Chapter 1 Computers Today ..... 9
Chapter 2 Plugs, Boards, Wires and Silicon ..... 12
The CPU ..... 13
Input/Output Devices ..... 13
Memory and Mass Storage ..... 14
Chapter 3 Bits, Nibbles, Bytes and Words ..... 19
Binary Numbers and Computers ..... 19
Assembly Language ..... 23
Program Languages ..... 24
Chapter 4 Programming in BASIC ..... 25
Some BASIC Statements ..... 25
REM Statement ..... 26
PRINT, INPUT, Variable Names and END ..... 27
GOTO "Comma" "Semicolon" ..... 31
FOR...NEXT ..... 35
LET and Doing Arithmetic ..... 36
IF...THEN Statements ..... 38
Chapter 5 Programs to Use and to Change ..... 41
ROLLIT Program ..... 42
Random Numbers ..... 42
Program Arrays and DIM Statements ..... 44
Program Math ..... 45
Program LEARN ..... 49
READ and DATA Statements ..... 52
MOVEIT Program ..... 54
MOVEIT 2 Program ..... 57
FIGURE Program ..... 58
SQUAREIT Program ..... 63
Appendix ..... 75
Index ..... 80

## Complise Programming $102,3!$



## Chapter 1

## Computers Today



So you have a computer! Bet you play video games on it. But before you get tired of those games, you can learn how to create your own. You can learn more about your computer and what it is capable of doing. The first step is to learn how to write computer programs. And this book can help you. It shows you step-by-step how to write programs so that you can make your computer work for you.

Computers have been around for a number of years. The first computers were large, bulky pieces of equipment that did little more than simple arithmetic. The concept of the computer was first formed in the 1830s, but the first real computer, the UNIVAC I, was built in 1950. The computer filled a large room and did pretty much what an expensive hand-held calculator of today can do. At the time, people predicted that only a few computers would be needed because so little use could be made of the machines. Little did the early computer experts dream that, by the 1980s, thousands of computers would be sold every month. And these computers are not being sold just to scientists or engineers; they are being sold to people like you for use at home!

Computers today do what early computer experts never dreamed possible; they play colorful, animated games with lights and sounds. Some of the computers designed during the 1950s could play games such as checkers and chess.


Teaching the computer to play games was often done to help people learn better how to program the computer, just as playing games today can teach you more about your computer and how it works. The early games were played with a regular game board in front of the player. When a play was made, the name of the piece and the letter and number of the square to which that piece was to be moved would be typed into the computer. The computer would respond with the name of a piece and the letter and number of the square to which it was to be moved. There were no visual displays of pieces or moves. There were no interesting sounds when you won or lost a game. There were no flashing colors to tempt you to play. And there was no way to play if you weren't a computer expert or working with a computer expert.

How different computer games are today! And computers can be made to perform so many different tasks. Computers have grown so small that one can fit in a small case on your desk. They are being used for controlling household appliances and starting cars. They do tasks for businesses like keeping track of materials and sending out bills. They can do tasks for you. They can challenge you to learn how to write your own game programs. They can challenge you to write programs to use when you do your homework. They can challenge you to think up your own uses for the computer. You only need to know enough about how a computer works and how to program a computer to make the machine do what you want it to do.



Chapter 2

## Plugs, Boards, Wire and Silicon



If someone asks you to describe a computer you would probably tell them about the parts that you can see: the case, the keyboard, the video screen. These three parts of a computer are called hardware. There are other types of hardware that can be connected to the computer. If you were to look inside the computer case you would find many more hardware components. You would see plugs, wires, boards and many small rectangular items. You could find similar items in other electronic devices; for example, in televisions and tape recorders. Although many of the components can be found in other devices, some special items are found in computers.

There are three major categories of special hardware needed to make a computer. They are the central processing unit or the CPU, input/output devices and memory or storage devices. The computer's video screen is an output device. It is an output device because the computer sends out information like letters or pictures to its screen. The keyboard is an input device because it is used to send information to the computer. The CPU and memory devices work together. They decide what to do with the information from the input devices. They decide what information to send to the output devices.

The CPU


Input/Output Devices


In a microcomputer the CPU is a single integrated circuit. The integrated circuit is usually a black rectangle about 50 millimeters ( mm ) by 15 mm . It looks a lot like a large centipede with about 40 metal legs. This small device makes all the decisions that a computer makes. A computer is not a computer without a CPU.

A pocket radio may have five or ten transistors in it. The CPU integrated circuit contains a very thin piece or "chip" of silicon that has thousands of microscopic transistors. Silicon is one of the 100 basic elements that make up the universe. This chip is about 5 mm square. The transistors are connected to form many circuits.

The way that the circuits are hooked together determines how the CPU can work. Although there can be many different circuits in different CPU's there are some circuits that are found in all CPU's. Each CPU has registers, an arithmetic logic unit and control circuits. The registers store information. The arithmetic logic unit does arithmetic and makes decisions. It works with the information stored in the registers. The control circuits decide what jobs the arithmetic logic unit will do and when it should do them.

While the CPU can perform many functions, it cannot communicate with you directly. It can communicate with other devices such as video screens and keyboards through interface circuits. These circuits convert the electrical signals that the CPU uses to electrical signals that the video screens or keyboards can use. The CPU communicates with the interface circuits over metal strips that are grouped together in what are called busses. There is a data bus which carries information to and from the CPU. There is an address bus which is used by the CPU to say which interface circuit it wants to talk with or address. There is also a control bus which is used by both the CPU and the interface circuits to make sure that only one operation takes place at a time. The CPU also uses the control bus to say that it only wants interface circuits to respond.

The interface circuits are connected to input/output or I/O


## Memory and Mass Storage

devices. The keyboard is an example of an input device. it sends information to the CPU. Other devices that are used only for input are the joysticks and buttons used with games. The video screen and printers are examples of output devices. They receive information from the CPU. Some devices are used for both input and output. An example is a modem. This device allows your microcomputer to communicate over the phone lines with another computer. Input and output devices can also be the equipment used in experiments or around the home. For example, the computer could be connected to a thermostat, an input device, and the controls for the furnace, an output device, to regulate and monitor the heating and cooling of a home.

If you have a CPU and I/O connections you still do not have a computer. You must have some memory for the CPU to use. The CPU uses the memory as a place to store information. It also uses memory as the place to find out what to do. The CPU looks in memory for a program, a set of instructions on what to do. If it does not have a program in memory, all that a CPU can do is some meaningless operations. It cannot perform because there is no set of instructions to tell it what to do. The computer also looks in its memory for data, information with which to work.


You can think of memory as many mailboxes hooked together.

You can think of memory as many rows of mailboxes hooked together. Each box can hold one piece of information, or "mail". The information can be either an instruction in a program or a piece of data. Each box in the row has a name on it , or address. While there are not really mailboxes in memory the idea of specific, labeled, places to hold information is important. The CPU uses the labels or addresses to find information.

There are two types of memory, main memory and mass storage. Main memory is inside the computer. It consists of one or more integrated circuits, each containing a memory chip. Memory chips are a lot like the CPU chip. They are made of silicon and have thousands of transistors contained in a small space. They have different circuits than the CPU, but those circuits are similar to the registers of the CPU. Like the circuits of the registers, the circuits of memory chips are designed to store information.
There are two types of main memory, RAM and ROM. RAM stands for Random Access Memory. If you think about the mailboxes again you can understand what random access means. If you have ten mailboxes hooked together and if each box has a number, I can tell you to put somthing in box five and you can do it. You do not have to put something in boxes one, two, three and four before you put your item in box five. With random access memory the CPU can interact with any address or space directly. It does not have to go first to any other space. With RAM, the CPU can get information from an address or put information into it. We say that RAM is read/write memory.

ROM stands for Read Only Memory which is a special kind of RAM. ROM contains information that the CPU can "read" but cannot change. It is also different from RAM in another way. ROM is permanent memory. Read/write RAM is temporary memory. When you turn off your computer all the information in RAM is lost, but the information in ROM is not lost. ROM is important because when you turn on your computer there will be meaningful instructions for the CPU to follow. Some computers use plug-in ROM cartridges. They are still considered as part of main memory.


The CPU is connected to the memory using the same three busses that connect it to the I/O devices. The address bus says which space in memory the CPU wants to read or write. The control bus carries the information that the CPU only wants memory devices to respond and says whether the CPU wants to read or write. The data bus takes information to or from the memory.

Often when people work with computers they want to save the work they have done. They cannot save their work in RAM because when they turn the computer off RAM loses all its information. They cannot save their information in ROM because the computer cannot write to ROM. The work they have done can be saved in a special memory called mass storage devices.

There are several types of mass storage devices. For home microcomputers the most common is the cassette tape recorder. The information from RAM memory is recorded on the tape. The CPU directs an I/O device to change the memory information into tones that are then recorded. The I/O device can also change the tones back into information that the CPU can use. The tape recorder is not a random access device. If the CPU wants information that is stored near the middle of the tape, it has to read through all the information that comes before. This kind of memory is called sequential memory.

Another way of storing data is on disks. Information on disks is stored as magnetic fields. Disks are random accesss devices. The CPU can get information from any place on the disk without reading other information. To do this, it "plays" the disk on a disk drive. Because the disk is random access, it is faster for locating information than the cassette tape recorder. It is also able to send and receive the information faster than the cassette recorder can. Disks are somewhat more reliable than cassette recorders.

Other types of mass storage devices that are not usually used with home microcomputers are paper tapes and punch cards. People are working on other types of mass storage. One new type is the bubble memory. In this device,

information is stored as very small magnetic regions in a crystal. People are also working on using video cassette recorders and video disks for mass storage.

Now if someone asks you to describe a computer you can tell them that the computer is more than a case, a keyboard, and a video screen. It is a CPU, input/output interfaces and devices, and RAM and ROM memory and mass storage.


Television used as video monitor for output


Keyboard
for input


## Chapter 3

## Bits, Nibbles, Bytes and Words

Computer hardware is interesting but the hardware will just sit on your table and do nothing unless you can tell it what to do. Plugs, boards, wires and silicon can't play games or help you do your homework. You must tell the computer what to do. Computer software is used to tell the computer what to do.

## Binary Numbers and Computers



The most primary way to tell a computer what to do is to use a system to put instructions directly in the computer's memory. You must give the memory your instructions. The CPU looks in its memory and finds your instructions in a way that they can be stored. The memory chips are like little switches. They can be either off or on. Computer people say that "off" is a 0 and that "on" is a 1 . When people count using just the two numbers 0 and l, they are using a binary counting system, or base two.
You usually count in base ten. You use the numbers 0, 1, 2, $3,4,5,6,7,8$, and 9 . You write numbers over nine by using two or more of these numbers. You use 1 and 5 to write 15 . Your computer uses just 0 and 1 to make numbers. Look at the way your computer counts.

| 6 | $i s$ | 0000 |
| :---: | :---: | :---: |
| 1 | $i \leq$ | 0001 |
| 2 | $i s$ | 0010 |
| 3 | $i=$ | 0011 |
| 4 | $i s$ | 0100 |
| 8 | $i=$ | 1000 |
| 15 | $i s$ | 1111 |

Each of the spaces filled by a 0 or a 1 is called a bit. A group of four bits is called a nibble. The numbers 0 to 15 are each represented by one nibble. Most computers group two nibbles together at one address or place in memory. These two nibbles are called a byte.

If you wanted to count above 15 you could get confused using just 0 and 1 . You would have to put two or more nibbles together and you would have a string made up of eight numbers or more - all 0 or 1 . Even if you didn't get confused on the order of the numbers, you would soon get tired of flipping switches.

Computer people wanted an easier way to tell the computer what to do. They let the computer do some of the work. Using the set of switches they wrote a program to tell the computer how to read a set of buttons or keys to put the information into memory. They then borrowed a system from mathematicians to help them count larger numbers using only four bits at a time. They use a number system based on numerals for 0 to 15 , sixteen numbers in all. The system is called hexadecimal and uses the letters A, B, C, D, E and F for the five numbers bigger than 9 .

Lightbulbs show binary counting.


| 0 | is | 0 |
| :---: | :---: | :---: |
| 5 | is | 5 |
| 9 | is | 9 |
| 10 | is | H |
| 11 | is | E |
| 12 | is | [ |
| 13 | is | D |
| 14 | is | E |
| 15 | is | F |
| 16 | 15 | 10 |
| 20 | is | 14 |
| 30 | is | $1 E$ |

They could now label their buttons 0 to $F$. When they pressed a sequence of buttons they could tell the computer the information they wanted it to have without flipping switches.

$$
\begin{gathered}
1234567890 \\
\text { BBCDEF }
\end{gathered}
$$

A 7-segment display shows the numbers and letters of HEX counting.
Using the hexadecimal keys to send information to the computer does not change the information the computer gets. You are just using a program to help you group the information so that you do not have to flip switches. You still are putting in bytes of information, but your computer is helping you.


Now you can see that eight bits are two nibbles and two nibbles are one byte. With one byte you can count from 0 to 255. In hexadecimal, 255 is FF. Bits in memory are grouped so that either eight, sixteen or thirty-two bits of information are at one address. The information at an address is called a word. Your computer probably uses either an 8 -bit or a 16 -bit word.


The information which people would represent as a hexadecimal number is still a group of off-on signals for the computer. The computer reads the signals at an address and decides what it is being told to do. When your computer starts, it goes to an address in memory and gets whatever information is there. It assumes that the information is an instruction. The transistors inside the CPU know how to interpret the instructions. The CPU is designed to take a set of zeros and ones and interpret the set as a particular command. For different computers the same set of zeros and ones will stand for different instructions.
You can let the 255 numbers of one byte be 255 different instructions for the computer. Instruction 1 could mean: add two numbers and instruction 2 could mean: subtract two numbers. But 256 addresses are not enough places to store information a computer needs to do difficult tasks. To have more space for information, most computers use two bytes for an address. Using two bytes, they can have over 64,000 addresses for information.

Assembly Language

Computer people soon got tired of pushing the hexadecimal keys. They wrote a hexadecimal program to tell the computer how to interpret special words. Instead of giving the hexadecimal instruction for add, they could type in the word "add." The computer would decide that the word "add" meant to put a certain set of off-on commands at a certain address. Being able to program the computer using these simple words for instructions is called an assembly language. Assembly language was the first language to use words that people usually recognize for commands. It is not a complex language, but it is still used today even though more complex programming languages have been developed. Assembly language programming is used whenever you want a program that takes little space in memory or that needs only a little time to operate.

## ADDING $2+3$

BINARY PROGRAM
001000010000000100000000
0011111000000011
110001100000001001110111
HEXIDECIMAL PROGRAM
210100
3E03
C60277
ASSEMBLY PROGRAM
LXI H,0100H
MVI A,03H
ADI 02H
MOV M,A

## Program Languages



When most people think of programming a computer they think of using a more complex language than assembly language. Many complex languages have been developed. For home computers, BASIC is the most common programming language. The complex languages let the computer programmer use a common word to stand for many assembly language instructions. For example, to add two numbers in BASIC you would write $X=2+3$. In assembly language you would need to use command words to tell the computer where to find the 2 , to add the number 3 to it and where to put the answer. The BASIC language does all of the necessary steps with a single command.

Programming languages have special words to direct the computer to work with input and output devices. You can use the one word "PRINT" to tell the computer to put some information on your video screen. If you wanted to print to your screen in assembly language you would need to use several words. If you wanted to work in hexadecimal numbers, you would have to type in several hexadecimal numbers. If you wanted to work in binary numbers, you would have to flip many switches to the on or off positions.

The rest of this book will be talking about the words used in the BASIC language and how to put the words together to do something for you.


## Chapter 4

## Programming in BASIC

A computer program is a set of directions to a computer. Computer specialists have developed programming languages to make it easier to give a set of directions to the computer. You can learn to use your computer's BASIC language to instruct your computer to do what you want it to do. You need to learn to give the computer its instructions in the right order. You also have to start each direction to the computer on a line that begins with a number. In the programs that we help you write, we will use the numbers $10,20,30$ etc. But before you begin to write statements to the computer, you need to know what you want to do. You need an idea.

Here is an example of a simple idea.
I want the computer to ask me my name and then print me a message that says "Hello."

Some BASIC Statements

Once you have an idea, you are ready to begin to write a program. You need to know about the format of a program and about some BASIC statements that will get the computer to do your task. BASIC sentences or "lines" are always written in the same format or pattern. You must always begin a
line with a number. You should not number your lines 1, 2, 3, $4 \ldots$. You should number your lines $10,20,30,40 \ldots$ or 100 , $200,300,400 \ldots$ You number your lines by tens or bigger skips so that if you need to add aline to your program at some later time, you can add it with a number between those already in your program. You won't have to renumber all of your lines.
Another important format of lines is the way you write the orders you want to give your computer. The orders are also called statements. You should have your line number, a space made by hitting your space key, and the statement or order you want to use. If you want to put somthing else on a line you must put a space, a comma (,) or a semicolon (;) after your statement.
You can use the ideas about line format to write a line to name the program idea we wrote above:
I want the computer to ask me my name and then print me a message that says "Hello."
Let's call the program to do this job:
FGSK MY' NAME PROGRAM

## REM Statement



A program should be given a name before you include any other statements. You can name your program on the very first line of the program by using a REM statement. REM is short for remark. It is a BASIC statement or order to your computer. But a remark line is really a line to tell you something. It orders your computer to skip all the rest of the words in the line or sentence. The statement to name your program looks like this:

10 REM ASK MY' NAME PROGRAM
You can see that you should start the line with a number and that you should leave a space after the number before writing the statement. You should also set off any statements from other information on this line with a space. The REM statement above is really typed:

```
10[space]REM[space]mSk MY NAME PROGRAM
```

PRINT, INPUT, To write your program you need to know some other BASIC Variable Names and END statements.* You need to learn about the PRINT statement. The PRINT statement tells the computer to type out whatever you tell it to print. Here is how the PRINT statement will look in your program to ask your name:

```
10 REM ASIS MY NAME PROGRAM
20 FRINT *WHAT IS YOUR NAME?"
```

You can see that the question that you want the computer to type is inside quotation marks (" "). Whenever you want the computer to type something you must put your words inside of quotation marks.

The next statement you need to know is the INPUT statement. The INPUT statement lets you tell the computer that you are going to give it some information from the keyboard. When we use an INPUT statement to tell the computer words like your name, we must tell the computer where to save the information. We use a single letter (some computers can use two letters or a letter and a number) and a \$ symbol to name the word or group of words. The $\$$ symbol tells the computer to look for a set of letters or numbers in a string-it is not getting a long number to add or multiply. It is getting a list of letters or a list of numbers to save in just the order in which they are typed. We will look at the INPUT statement more later and you will see more clearly the meaning of a string.

Look at our program when you add the INPUT statement:

```
10 PEM AGK M'' NHME PROGREM
20 PRINT "WHAT IS YOLIN NAME?",
30 INFUT NE
```

The INPUT statement has the name of a location of a place in memory or a variable called N\$. Do you know why it has the name N\$? Because N is the first letter of the word name. The \$ must come right after the letter. You must have the \$ so the computer knows to look for a group or string of letters to save.

[^0]You need one more statement to make a complete program. You need the END statement. Some computers need the END statement to tell them that you are finished with the program. We will include it in our programs so that they can be used on the computers that need it.

Now your complete program looks like this:
10 FEM ASK MY NAME FROGRAM
20 FRINT "WHAT IS YOUR NAME?"
30 INPIIT N $\$$
40 END
Now you are ready to write your program. With your computer set up to work in BASIC, type in the statements just as they are written above. Now you are ready to use the command RUN to make the computer do what your program tells it to!
When you type in RUN you should see

The second ？is a prompt．A prompt is used by the computer to let you know that it is waiting for you to type in the information for which it has asked．You should now type in your name．The computer may come back with the word OK． OK is another prompt to tell you that it has finished running your program．

You can now add to your program and make the computer use your name in a message that says＂Hello．＂We will use the PRINT statement again．We will also need to move our END statement．Look at the new lines we will need to add：

```
40 FRINT *HELLI", N青
50 FRINT "I LIKE TO TALK TO YOU. "*
E0 ENLI
```

Look carefully at line 40 ．We used the quote marks around the word we wanted to print．Then we had to use a comma to tell the computer to look for something else to print．That something else is the information it saved in the variable called $\mathbf{N} \$$ ．You know that your name is in $\mathrm{N} \$$ ！

Now you have a program to do what we wanted to do．We have taken an idea and written statements to make the computer follow our directions．Our idea was：

I want the computer to ask me my name and then print me a message that says＂Hello．＂

Here is the program all together：

```
10 REM AGK MY NHMME FROGRAM
20 FRINT * "WHAT IS YOURE NAME?"
30 INFUIT 生生
40 F'FINT * HELLG", N未
50.FRINT *I LIKE TO THLK TOYOU. **
EO END
```

Now you can RUN our program. This is what you should see on your screen:

WHAT IS YOUR NAME?
?

You should type in your name. Let's pretend your name is PAT. Type in PAT. You will see

WHAT IS YOUR NAME?
PPAT
HELLD PAT
I LIKE TI TALK TO YOU.

Now that you know how to use the INPUT and PRINT statements you can write other simple programs. Why not have the computer ask you your name and the name of your best friend? Your program idea sentence might be:

I want the computer to type out my name and the name of my best friend.
You could use the variable F\$ for your best friend's name. Here is how your program might look:

```
10 REMMY' FRIENDI AND I
20 FRINT "WHAT IS YOUR NAME?"
3 0 ~ I N P U T ~ N 末 ,
40 PRINT *HELLO", N$
50 PRINT "WHAT IS THE NAME OF 'OUR EEST FRIEND";"
60 INPUT F&
```



```
B0 EN[I
```

You can use these statements to have your computer repeat back to you any other kind of information you want. You just need to have an INPUT statement and a variable name for whatever information you want the computer to print.

GOTO, "Comma", "Semicolon"

How would you like to fill up your screen with your name? You can use BASIC statements to make your computer print your name many times. Your program idea sentence would be:

I want the computer to print my name over and over.
You would use the statement GOTO. The GOTO statement tells the computer to go find a line in your program and do what that line tells it to do. You remember the program for having the computer print you a message. It went like this:

```
10 REM ASK MY NAME PROGRAM
20 PRINT "WHAT IS YOUR NAME?""
30 INFUTNま
40 PRINT "HELLO",N$
50 FRINT "I LIKE TITALKTOYOU."*
GO ENDI
```



We can change this program to do our new task. Look at the changes and the new lines:

```
10 REM FRINT MY NAME MANG TIMES FROGRAM
2G FRINT *WHAT IS YDIUF NAME?*
301NFUIT N生
40 FRINT 性
50GOTO40
EO ENCI
```

You can see that the computer will now only print your name. It does not have instructions to print anything else. You also see that line 50 now says "GOTO 40". We are telling the computer to go back to line 40 and do what that line tells it to do. Line 40 tells the computer to print your name. The computer will keep printing your name until you tell it to stop! How do you tell it to stop? You use the key labeled "BREAK" or "STOP" or you use the "CONTROL" key and the "C" key. You have to tell the computer to stop running your program to have it stop printing your name. Do you see why? Every time the computer goes back to line 40 it then goes to line 50 . Line 50 sends it back to line 40 . The computer never makes it to the END statement!

You should type in this new program and see your computer keep printing your name. If your name were PAT, your screen will look like the one below until it is full and then the lines at the top will disappear and only your name will be on the screen.

```
WHAT IS YOUR NAME?
?
PAT
PRT
PAT
PAT
PAT
PAT
PAT
PAT
PAT
PAT
PAT
PAT
PAT
```

You can change this program to print any word or sentence over and over. You just need to change line 20 to ask you for new information. Just remember that to stop the words you must use a control (C) or a stop or break key.

Your name has been printed only once on each line. You can make a simple change that will make the computer print your name on a line more than once. You can use a comma (,) or a semicolon (;) in line 40 . Look at line 40 with a comma:

40 Print $N D$,

The comma comes right after $\mathrm{N} \$$. The comma tells the computer to print whatever is in NS on the line on your screen and not to go to the next line until the line it is on is full. It also tells the computer to print the information in fields or groups of spaces. If your name is shorter than the number of spaces in the field that your computer uses, you will have blank spaces in front of your name. Type in the new line 40 and run your program. You will see this on your screen:

WHAT IS YDUR WAME?
?

| FAT | FAT | FAT | FAT |
| :--- | :--- | :--- | :--- |
| FHT | FAT | FAT | FAT |
| FAT | FAT | FAT | FAT |
| FAT | FAT | FAT | FAT |
| FAT | FAT | FAT | FAT |
| FAT | FAT | FAT | FAT |
| FAT | FAT | FAT | FAT |
| FAT | FAT | FAT | FAT |
| FAT | FAT | FHT | FAT |
| FAT | FAT | FAT | FAT |
| FAT | FAT | FAT | FAT |
| FAT | FAT | FAT | FAT |
| FAT | FAT | FAT | FAT |

If you use a semicolon (;) in place of the comma in line 40 , you will get a new pattern. The computer will repeat writing your name without putting in any spaces. It will fill a line on your screen with your name, each name touching the name next to it. Then you really can fill the screen with your name!

$$
\begin{aligned}
& \text { WHAT IS YOUR NAME } \\
& \text { ? } \\
& \text { PATPATPATPATPATPATPATPATPATPATPAT } \\
& \text { PATPATPATPATPATPATPATPATPATPATPAT } \\
& \text { PATPATPATPATPATFATPATPATPATPATPAT } \\
& \text { PATPATPATPATPATPATPATPATPATPATPAT }
\end{aligned}
$$

You must always remember to hit the "BREAK" or "STOP" key or the "CONTROL C" when you want to stop your program. But maybe you want to have the computer repeat your name only a few times and then stop by itself. You can use two new orders that go together. The statements are FOR and NEXT.

FOR tells the computer to do whatever the lines after the FOR line say to do. When you write a FOR statement, you must also tell the computer how many times it must repeat the statement. You tell the computer to count the times it does the job. You must give the computer some place in memory to store its count. We used a variable name to tell the computer where to store information when we used an INPUT statement. We also use a variable name when we use a FOR statement. However, there is a difference in the variables. Our INPUT variable was a string variable; that is, it was a string of letters to be saved as a string. Our FOR variable is a number. It is the number of times the computer has done the task. It gets bigger every time the computer does our job. We do not save the number as a string but as a number. When we have a number variable we name it with a letter but we do not use a " $\$$." Computer programmers often

use $J$ or $K$ as the name of the counter variable. We tell the computer to count from 1 to whatever number of times we want our task completed. Here is how your statement would look:

```
35 FOR I=1 TO 5
```

The computer knows to do whatever comes next for 5 times. But you have not told it what to do. The lines that come after this line tell the computer what to do. So:

```
35 FOR J=1 TO.5
40 PRINT W粏
```

Now you have told the computer to print N\$ on your screen 5 times. But your computer is looking for more lines of things to do. It keeps looking for lines of jobs until it finds a NEXT statement. The NEXT statement tells the computer that it has done all the jobs it needs to do. The NEXT statement needs to tell the computer the variable it is using as a counter so the computer will know what FOR goes with the NEXT statement. Here is the program to tell the computer to type your name 5 times, once on each line:

```
10 REM ASK M''NAME FROGRAM
20 PRINT "UHHAT IS YOUR NAME?"
30 INPUT NE
35 FOR J=1 T0 5
40 PRINT N*
5 0 ~ N E X T ~ I ~ I ~
EO END
```

You can try using FOR-NEXT loops to print more than one item in the same program. You just need to be sure to have a FOR line, the line of what you want printed, and then your NEXT line. And remember that the FOR line and the NEXT line must have the same variable for their counters.

LET and Doing Arithmetic

The LET statement lets you do arithmetic in your programs. You can use LET to add, subtract, multiply and divide numbers. You use LET with a number variable, a single letter that can stand for a number. You remember that number
variables have a letter and no $\$$ for their name. A program for counting by twos, fives or tens will show you how to use the LET statement. The program also uses the other statements you have learned.

```
10 REM COUNTING BY TWOS, FIVES DR TENG
20 PRINT * "OG YOU WFNT TO COUNT B'' TWDS, F IVES OR TENE?"*
30 PRINT *TYPE IN 2, 5, or 10."*
40 INFUT N
50 LET C=0
EOFOR J=1 TO 10
70 LET C=C+N
BOPRINT [
GONEXT J
100 END
```

Line 50 sets your variable C as 0 so that your program begins counting at zero. The statement says that C is now zero. On line 70 the LET statement is being used to let you add. When you count by twos you are really just adding two to each number that you have. Counting by twos is really saying $0+2=2,2+2=4,4+2=6 \ldots$ Line 70 tells the computer to do the same thing but it tells it to do the task with variables. Because the program has variables, you can count by twos or by fives or tens-you count by whatever number you type in when the computer asks for the variable N. The FOR-NEXT loop lets you count out ten numbers. Try doing other kinds of counting like counting by threes or sixes. You can even count backwards by these numbers! You only have to change line 50 to

50 LET $0=100$ [or some other large number]
and change line 70 to
7 OLET C= $=-N$
You can also write simple programs to print out the answers to arithmetic problems. Here is a program to let you do some simple multiplication (The symbol * is used):

10REMMULTIPLIEATION FROGRAM

```
20 FOR J=1 TO 5
30 FRINT "GIVEME THE FIFST NUMEER"*
4 0 ~ I N F U T ~ N
SO PRINT "GIVEME THE SECOND NUMEER"*
GO INFUTM
70 LET L=|゙\M
GOPRINT E
90 NEXT I
100 ENE
```

The LET statement lets you take the result of your arithmetic work and save the number in a place in memory. When you say LET $\mathrm{C}=\mathrm{C}+2$ you are saying take what is stored in memory at the place called $C$, add the number two and store the new number in the same place in memory. Then you can use a PRINT statement to have the number stored in C printed on your screen.

IF-THEN Statements

There is one last set of statements that you need to know to write simple BASIC programs.* Those statements are the IF and THEN statements. These two statements allow your computer to make decisions. When your computer sees these statements it knows it must decide what to do with the information it has. These two statements must always be used together and they must always be used with some other information. You must tell the computer that IF something is true, THEN do something. You can use an IF-THEN statement in the program for counting by twos, fives and tens. Here is how the program will look:

```
10 REM COUNTING EY TWGS, FI'NES OR TENG
20 FRINT "[IO YOU WFNT TO COUNT EY TWUS, FIVES OR TENS?",
30 FRINT "TY'FE IN 2,5, OR 10."*
4 0 ~ I N F U I T ~ N
41 REMNEXT S LINES EHECK IF NIS OK
```

[^1]```
42 IF N=2 THEN GOTI 50
4 3 ~ I F ~ N = 5 ~ T H E N ~ G O T O ~ 5 0 ~ \% ~
```



```
45 FRINT *FLEA'GE, 2, 5, OR 10 DMLY",
4GBOT口40
47 REM WE REFCHLINE SOM DLYFOR OISN
50 LET C=0
GuFIDR J=1 TO 10
70 LET C=C+N
B0 PRINT C
GO NEXT.I
100 END
```



The IF-THEN statement is used with the equals symbol (=) to say IF the response is what the computer wants, THEN it is ok to do the next part of the statement. If the IF part is not what the computer wants, then it skips over the THEN part of the statement and goes on to the next line of the program. IF-THEN is used to check to see if the correct number for the program has been entered. The IF-THEN statement can also be used to see if strings are just as they are to be written. When IF-THEN is used to check on a string, the string must be inside quote marks (""). Here is a simple program to check on a string in the name program:

```
10 FEM EHECK TII SEE IF KNDW YOU
20 FRINT *WHAT IS YOUR WAME?"
3 0 ~ I N F U T ~ N . ~ \$
40 IF N$="*FHT", THEN PRINT *HELLO, I KND| Y'I|"*
```



```
E0 PRINT * "YOU ARE G NEW FRIEN[1", ,N末
70 END
```

The IF-THEN can be used with the symbols < (less than) and $>$ (greater than) just like it is used with the equals symbol. Also, almost any statement can come after the THEN. You can say THEN PRINT or THEN GOTO or THEN INPUT or THEN LET. Usually you can not say THEN FOR to start a FOR-NEXT loop or THEN END to get out of your program.
Now you know how to use some of the most important
statements in BASIC. You need to check your computer manual to find out how to do two other important tasks: how to load a program and how to save a program. The owner's guide for your computer will tell you how to save and load programs from your cassette recorder or disk drive. You will need to use these commands when you work on the longer programs in the next chapter and when you begin to write many of your own programs.



## Chapter 5

Programs to Use and Change

Now you know most of the statements in BASIC that are used to write programs. You are ready to try some more complex programs. The programs in this chapter can help you with homework, drills and arithmetic facts. They can even show you how to have fun drawing pictures.
The programs here can be changed to perform in different ways. We will show you how to change some of the statement lines to make the program do different tasks. You may then want to use parts of our programs to design your own programs.*
The programs will be presented in blocks of numbered statements which will come after comments on what the statements do. When you are entering a program into your computer, you will need to type in the numbered lines just as they are written here. Always check for errors when you type in a line. If your program does not run, go back and check each line to see that it is just like the line in the book.
*Check the Appendix for information on using the programs with specific computers.

# ROLLIT Program 

The first program is called ROLLIT. This program will "roll a die" just as you do in a game. The program will roll a die as many times as you want it to. It will count how many times each number is "on top." We have included this program first so that you can learn a new concept. That concept is the concept of a BASIC function. We will use these functions in several programs. The first function is RND which stands for random. Random means that something happens by chance.

## Random Numbers

This program comes up with random numbers between one and six. You cannot make one number come up consistently. The computer controls the number. If you "roll the die" many times, you will find that all the numbers come up about the same number of times.

Our program idea for the ROLLIT program is:
I want the computer to roll a die. I want it to ask me how many times to roll it. I want it to keep track of how many times I get any number.

The first part of the program gives the name of the program and asks you to tell how many times to roll the die. "T" is used as a variable for how many times you want to roll. Here is the first part of the program:

```
10 REM FROGRAM ROLL - IT
20 FRINT *HOW MANY TIMES DO YOU WANT TO RILL?**
3 0 ~ I N F I I T ~ T ~ T
40 PRINT **HERE WE GO . . ."
```

The second part of the program tells the computer the numbers it will need to do some calculations later in the program. "L" will be the lowest number we want. The lowest number on a die is 1 . " $H$ " will be the highest number we want. The highest number on a die is six. We will use LET statements to tell the computer the lowest and highest numbers. " $N$ " will be the number we roll each time we repeat the main part of the program. So we will have the computer roll the die to come up with a random number between one and six which it will save as "N1" to "N6." Every time the computer finds a one, it will make "N1" larger by one. Every time it
finds a two, it will make " N 2 " larger by one. In this way it will keep track of the times the numbers one to six appear. Do you know what we will use to repeat our rolls a number of times? We will use a FOR loop. Here is the second part of the program:

```
50 LET L=1
G0 LET H=6
70 FOR J=1 TOT
```

You need to learn another new BASIC function to tell the computer to produce random numbers that are whole numbers. If you do not tell the computer about the type of number you want it will express the numbers in decimals like 2.5673 . You know that a die has only whole numbers and you want only whole numbers from the computer. The functions used to tell the computer to produce whole numbers is INT which stands for integer. The word integer means whole number. Here is the line to produce integers:

$$
80 \mathrm{~N}=\operatorname{INT}((\mathrm{H}-\mathrm{L}+1) * \mathrm{RND}(1))+\mathrm{L}
$$

In the line above, RND(1) produces a number between zero and a little less than one. The (1) tells the computer to start a random set of numbers and go to the next random number in the set the next time the program asks for a new number. If you had a (0), the computer would always use the same number every time the program asked for a new number. You could not tell the computer which number to pick but once it picked that number it would not pick another one. You can see that the (1) is very important! The expression ( $\mathrm{H}-$ $\mathrm{L}+1)^{*} \mathrm{RND}(1)$ gives a number between 0 and a little bit less than 6 . You can see that this expression in this program is really $(6-1+1) * \operatorname{RND}(1)$ or $6^{*} \mathrm{RND}(1)$. Because RND (1) is never exactly 1,6 times RND(1) will always be less than 6 . In fact, the INT makes the number produced by the computer into $0,1,2,3,4$, or 5 . So how do we get the number 6 ? The last part of the line, the +L , tells the computer to add its number between 0 and 5 to the lowest number, which for this program is 1 . Then we have a whole number between 1 and 6 .

We now need to have statements to keep track of how many of each number the computer makes and to tell the computer to print out the results. To tell the computer how to keep track of the numbers we need to use IF statements. We need one IF statement for each of the six numbers on the die. To tell the computer to print out the results, we use PRINT statements. You probably remember that a NEXT statement is needed to close the FOR loop. Here are the statements:

```
90 IF N=1 THEN LET N1=N1+1
1 0 0 \text { IF N=2 THEN LET N2=N2+1}
1 1 0 \text { IF N=3 THEN LET N } 3 = N = N + 1
1 2 0 ~ I F ~ N = 4 ~ T H E N ~ L E T ~ N 4 = N 4 + 1
130 IF N=5 THEN LET N.5=N.5+1
140 IF N=6 THEN LET NE=NE+1
150 NEXT J
1G0 FRINT : FRINT
170 PRINT *"WITH " :T;"*ROLLS OF THE DIE WE HAD**
180 PRINT **1 ",#N1;* TIMES",
190 PRINT "`2 ,":N2;**TIMES",
200 FRINT *"3 ',;N3;*'TIMES",
210 PRINT * 4 ",:N4;*" TIMES",
220 PRINT **5 ";N5;**TIMES",
230 FRINT *EG ,";NE;",TIMES",
240 END
```

You can run this program rolling the die 10 times or 50 times or several hundred times and see the difference in the results.

## Program Arrays and DIM Statement

There is an easier way than using IF statements to keep track of the numbers rolled. You can use an array. An array is an organization of numbers or symbols. Arrays can be used in many ways. They are used to keep track of numbers while a computer is completing a FOR loop, or when the computer is working with more than one number, or when it is working with symbols that are similar. In this program, the computer is keeping track of numbers on the die. It needs to be able to change the number of times each shows up and to tell them apart. An array is just a different kind of variable, an array

variable. It requires a DIM statement, or dimension statement, to tell the computer how many items will be on the list. In the ROLLIT program, there are six numbers which we will call " $F$ " for face. The dimension statement would be:

### 6.5 DIMF (6)

The (6) tells the computer that there are six faces, or numbers, to the die. $F(1)$ stores the number of ones rolled. $F(2)$ holds the number of twos; $F(6)$, the number of sixes. You can rewrite the ROLLIT program using the array this way:

```
10 REM PROGRAM ROLL - IT
20 PRINT "HOW MANY TIMES DO YOU WANT TO ROLL?",
30 INPUT T
40 FRINT "HERE WE GO ...""
50 LET L=1
GOLETH=E
65DIMF(E)
70FOR J=1 T0 T
80 N=INT ({H-L+1)*RNO(1))+L
90 LET F (N)=F(N)+1
150 NEXT J
160 PRINT : PRINT
170 FRINT "WITH";T;**ROLLS OF THE DIE WE HAD",
1BOFOR J=1 TOG
190 PRINT J; "، ";;F(J);"، TIMES",
200 NEXT I
210 END
```

Program MATH GOSUB

The next program is a program to help you drill your arithmetic facts. This program uses the random number function that you learned about in the ROLLIT program. It also uses the BASIC statement GOSUB. GOSUB sends the computer to a set of lines that have some directions for the computer. A GOSUB lets the computer skip to some lines at the end of the program. The group of lines is called a subroutine. When the computer completes the operations called for by the subroutine, it returns to the line after the GOSUB line. Subroutines often have large line numbers and are placed at the end of the
program．When you have typed in the rest of the program，you will need to type in the subroutine．

To be able to write the MATH program you need to have a program idea．The program idea is：
I want to have the computer give me math problems from any one set of facts such as sixes or tens or twelves．I want the computer to tell me if my answers are right．I want it to give me three chances to get a correct answer．If I am not correct after three tries，I want the computer to tell me the right answer．I want to be able to change my program to do addition， subtraction，multiplication or division．

The first statements in the program tell the computer the information on the type of problems you want to do．The first lines are：

```
10 EEM FFOLGFHM MATH
20LET 口ま="*日"*
30 LET FH=12
40 LET FH=12
50 GOGUE 1000
```

The variable $0 \$$ is the variable to tell the computer what type of arithmetic you want to do．We set $0 \$$ equal to＂$A$＂because we have written the program to do addition．You can guess what letters you would use to do the other arithmetic opera－ tions－＂S＂is for SUBTRACTION，＂M＂is for MULTIPLICA－ TION and＂D＂is for DIVISION．But how does the computer know what the letters stand for？You have to tell it and that is what the subroutine does．Line 50，GOSUB 1000，tells the computer to look at the lines starting at line 1000 and do what they say．They are lines to tell the computer what the ＂A，＂＂S，＂＂M，＂and＂D＂mean．

Line 30 tells the computer the largest number that can be used in the problems it gives you．We will use this variable， RA，to tell the computer that the random numbers it pro－ duces must always be 12 or less．（You can change RA to any number you choose to have the computer give you easier or harder problems．）Line 40 tells the computer that all the problems will be facts of twelve．This means that the com－
puter will always drill you on the facts for whatever number you put into the expression $\mathrm{FA}=$ ？？．You can see that it is easy to change the program to drill you on any set of facts by changing this one line．
The next line tells the computer to find a random number that is a whole number between 0 and the value of RA．

```
BOLETN=INT((RA+1)*RN[(1))
```

Because division is a somewhat different operation than addition，subtraction and multiplication，we need different directions for division．We need to have a way to include the lines for division so that the computer can do them when you want to do division．The next set of lines are for division only． The first line tells the computer to skip the division lines if the operation you want， $0 \$$ ，is not＂D．＂

```
G0 IF 0. < > ""["" THEN EOTO 140
100 LET AN=N
110 LET N=FN*FH
130 GOTD 180
```

The GOTO statement tells the computer to skip lines 100， 110 and 130 if you want to do addition，subtraction or multi－
 plication．The next lines tell the computer to do the correct operation for the letter you include in line 20.

```
140 IF 口未="A", THEN LET AN=FA+N
150 IF 口去=" S'" THEN LET AN=FA-N
160 IF 口&=""M". THEN LET RN=FA*N
```

The variable AN stands for answer．These lines are calcu－ lating answers for the problems the computer gives you．If the computer does not calculate the answer，it cannot tell you if the answer you give is right or wrong．The next set of lines do just that－they give you a problem，look at your answer， check to see if you have given the correct answer，and keep track of how many times you have tried to answer the prob－ lem．The variable WR is used to keep track of how many times you have tried the problem．The variable $\mathbf{X} \$$ is taken from the subroutine that you will see later．The extra lines that just
say PRINT are used to give you some space on the screen so it is easy to see the problem.

```
180 LET WR=0
190 PRINT
2 0 0 ~ P R I N T ~
210 PRINT
220 PRINT "TRY THIS ";㹠;" PROBLEM:" 
230 FRINT
240 IF 口क=""D", THEN PRINT N;", ";Y$;**,";FA
```



```
260 INPUIT X
270 IF X=AN THEN PRINT *VERY GOOD",
280 IF X=AN THEN GOTO 360
290WR=WR+1
300 IF WR<>3 THEN PRINT "THAT IS NOT CORRECT, TRY AGAIN"*
310 IF WR<>3 THEN GOTO 230
320 PRINT *THAT ISNOT CORRECT. THE CORRECT ANSWER IS:",
330 PRINT
```

The next set of lines are used only when you miss the problem three times. They tell you the problem and the correct answer.



```
360 PRINT
370 PRINT "TRY GNOTHER PROBLEM",
300 GOTO 80
```

The following lines are the subroutine that you have been hearing so much about. This subroutine really doesn't do much, but it lets you know the type of problem you will be solving without your having to list the program. When you run the program, the subroutine will give the computer the correct word to put in a print statement that tells you the type of problem. The lines in the subroutine also introduce a new idea. The lines have more than one statement. There are two statements on each IF line. Including the two statements on a line means that you do not have to repeat the IF state-
ment on a second line like we did in lines 300 and 310 ．You can see that the statements are separated by a colon（：）． Notice that the subroutine starts with a remark line that identifies the next set of lines as a subroutine．The subrou－ tine ends with line 1050 that says RETURN．A subroutine always ends with a RETURN statement．

```
1000 REM SURROUTINE TO SET UF STRINGS FOR PRINTING
```



```
1020 IF 0&=``5`` THEN LET X$=``SUETRACTION"`:LET
    Yま=`.-`
1030 IF ロゅ="*M" THEN LET X$=`"MULTIPLICATION"*:LET
    Yま=`.**
1040 IF O$="0`" THEN LET X$=""DIVISION``:LET '゙$=``,
1050 RETURN
```

The program needs one more line，the final line：

## 1060 END

When you run the program just as we have written it，you will do addition facts for twelve．You will have to use a control C or the break key to stop the program．
It is easy to change this program to review any group of facts or problems．You only have to change two lines．You change line 40 to change the type of facts you do．You change line 30 to tell the computer to give you easier or harder problems．You could also change the＂VERY GOOD＂in line 270 to some other comment that tells you that your answer is right．Maybe you want fewer or more chances to get the correct answer．Then you would change lines 300 and 310 to the number of chances you want．Maybe you want the computer to print your name when it gives you a problem． Then you must include the program from Chapter 4 in this program．You might want to include it as a subroutine．

> Program LEARN

LEARN is a program that can help you whenever you have to learn some information that can be fit into multiple－choice questions．The multiple－choice format is a format like this：
Who was the first president of the USA？

a. Thomas Jefferson
b. George Washington
c. John Adams

The question is asked and you have to choose the one correct answer from three answers. The LEARN Program will let you write any questions you want but you will also need to know the right answers! You must tell the computer the correct answer and two incorrect answers. It will give you the three answers in random order. Here are the idea sentences for this program:

I want the computer to give me questions and three answer choices in random order for each question. The questions should also be given in random order. If I choose the correct answer, I want the computer to tell me I am correct. If I give the wrong answer, I want the computer to give me two chances.
This program uses arrays that were introduced earlier. It also uses a new function and two new statements. These new items are used in a subroutine. You will learn about them when you type in the subroutine. Here is the beginning of the program:

```
10REM FROGRAM LEARN
20 REM FLALE DUESTIONS FND ANSWEFS IN DATA STHTEMENTS
```



```
40 GOGIUE 1000
```

You can see that there is an extra remark statement at the beginning of the program. The remark statement is there to remind you to enter your questions and answers at the end of the program.

Line 30 sets up the arrays to hold the questions and answers. The (30) after each variable name tells the computer that it needs space for thirty question and answer sets. You can easily change this number to show how many question sets you will really include-just be sure that you do not run out of memory! $\mathrm{G} \$(\mathrm{n})$ holds the question you want to ask. ( n ) stands for the particular question you want to ask, question 1, question 2 or question $30 . \mathrm{RS}(\mathrm{n})$ is an array to hold the

correct answer to your question． $\mathrm{S} \$(\mathrm{n})$ and $\mathrm{T} \$(\mathrm{n})$ hold the two incorrect answers．

The next line is a random number line and is used to decide which question to ask，your question 1 or your ques－ tion 30．The lines that follow it are similar to the lines we used in the MATH programs to have the questions and answers printed on the screen．These lines also check to see if your answer is right or wrong．

```
50 LET Q= INT ( (N-1+1)*RNCI (11)+1
60 GOSUB 700
70 LET WR=0
80 PRINT:FRINT:PRINT
90 FRINT *HERE COMES A DUESTIDN. .........."
100 FRINT:FRINT:FRINT
110 PRINT [ま(Q)
120 FRINT * "Aj ";且生
1:30 FRINT " E; ",:E&
140 FRINT "C!";种
150 FRINT
160 INPUT *THE CORRECT RNWWER IS . . . "; X 
170 IF Xक=W出 THEN FRINT "VERY GOLD!!!!": GOTD 230
1B0 LET WR=WR+1
19O IF WR<>2 THENPRINT "THAT ISNDT [ORRECT, TRY'GGAIN" :
    GOTO 100
2OQ FRINT *THAT ISNIOT CORRECT. THE CORRECT ANSWEF IS:",
210 PRINT:PRINT
```



```
230 PRINT:PRINT
240 FRINT * TRY' ANOTHER PFODELEM . . . . . ."
250GOTO 50
```

The next part of the program is a subroutine to allow the computer to decide in which order the answers to a particu－ lar question should be given．You will recognize the random number lines that let the computer use a random number to decide the order of the answers．

```
700 REM SUBRDUTINE IN ORDER TD GIVE RESFONSES
710 REM NEED THE NLMEERS 1, 2, 3, IN PHNDIM ORDER
```

```
720 LET F=INT(!3-1+1)*FND(1))+1
730 LET F1=INT((3-1+1)*RND(1))+1
70 IF Pl=P THEN GOTD 730
70 IF P}<>>1\mathrm{ ANN Pl<>1 THENLET P2=1
760 IF P}<>>2 GND P1<>2 THEN LET F2=2
70 IF P<<>3 GND Pl<>3 THEN LET F2=3
780 IF P=1 THEN LET A$=R$(0)
790 IF P=2 THEN LET Aま=Sま(Q)
B00 IF P=3 THEN LET A$=Tक(Q)
B10 IF P1=1 THEN LET E&=R&(Q)
B20 IF P1=2 THEN LET B&=S&{0)
830 IF P1=3 THENLET B&=Tま(Q)
840 IF P2=1 THEN LET [. &=R&(口)
850 IF P2=2 THENLET [क= Sक(口)
B60 IF F2=3 THENLET [&二Tक(Q)
870 IF P=1 THEN LET W末="&""
880 IF F1=1 THEN LET W$=" "B""
890 IF F2=1 THEN LET Wぁ=""に""
GOOG RETURN
```

READ and DATA Statements

The next subroutine introduces the READ and DATA state－ ments and the LEFT\＄function．The READ statement tells the computer to look through the program and find some DATA statements．The DATA statements have some informa－ tion that the computer needs to use．The READ statement is like the INPUT statement except that the computer gets its information from the DATA statement rather than from the keyboard．The LEFTS function lets the computer look at part of a string of characters．As you might guess from the name， it lets the computer look at the characters starting on the left． You must tell the computer which string to review and just how many characters to consider．There is a special way to tell the computer this information．After LEFT\＄you use a＂（＂ and then give the variable name of the string．Next，you need a comma（，）and a number to tell the computer how many characters to consider．You then need a＂）＂．The function line is always written in this format．You will see this function in line 1030．We use the LEFT\＄function so that the computer can find a special symbol that tells the computer that the last
question has been read．For our program we have used＊＊．We need to tell the computer when it has come to the last ques－ tion so it can keep track of the number of questions．

```
1000 REM SUER TO REAOIN QUESTIONS AND RESFONSES
1010 LET N=1
1020 REFCD 唛(N)
1030 IF LEFT系(Qक(N), 2)="****, THEN GOTO 1100
1040 REM IN AEOVE CHECK IF AT END YET
1050 REACI R手(N)
1060 REA[J SE(N)
1070 REA[) T${N)
1080 LET N=N+1
1090 GOTO 1020
1100 REM HERE WHEN FLL DONE
1110 LETN=N-1
1140 RETURN
```

The next statements are the DATA statements that the computer reads．We have included a simple set of DATA state－ ments so you can see the format in which the statements must be written．The line number is followed by the state－ ment DATA and a space．The information is placed inside quote marks because they are strings like the strings that often follow a PRINT statement．For this program you must always type in the question，the correct answer and the two incorrect answers．

```
10000 REM FUT [IATA STHTEMENTS HERE
10010 [IATA "WHICH DF THE FOLLOWING IS A TYPE OF GAR" *
10020 DATA "FDRD",
10030 [IATA "ROEIN",
10040 [HTA "MACK",
10050 [AFTA "IN WHAT COLNTRY WAS THIS EOOK WRITTEN" "
100EO LATA "UNITELI STATES OF AMERICA"
10070 [AFTA "CHICAGO",
10080 DFTA "WISCONGIN"*
10090 [ATA "WHAT IS THE B*S",
10100 DATA * *2*"
```

```
10110 [HTA * "1",
10120 DATH *56"*
10130 DATA "A EIASIC OUTFUT STHTEMENT IS"*
10140 [APTA "FRINT",
10150 EATA *PEM",
101EO [AFTA゙ *INFIJT",
10170 DHTA * CUP STHNDS FOR",
10180 DATA "CENTRFL PROCESSING UNIT" *
10190 DHTA *CENTRHL PENNSLYYRNIA UNIVERSIT',",
10200 DHTA "CIVIL POLICE UNIT",
11000 [ATA *********
11010 REM USE AEOWE AG FLAG TO KNDIN WHEN TO OUIT
11020 END
```

Notice that line 10010 is the question statement. Line 10020 is the correct answer and lines 10030 and 10040 are the incorrect answers for the first question. You can write any questions you want, but you must always have a line for the question, a line for the correct answer and two lines for the incorrect answers.

MOVEIT Program

The MOVEIT program is another program that uses the random function. The program introduces the idea of controlling where to put information on the screen. This technique is called, cursor control. The program will let you move the cursor around to place some character on the screen. This program may need to be changed to work on your computer. Different computers use different commands to do the tasks that are done in this program. The appendix lists the special characters or statements that a number of computers use. If your computer is not included, you can find a list of characters in your computer manual.

Our computer clears the screen with a control-L. A controlL is stored in the computer as a number, the number 12. A special function is used to store the number. That function is CHRS which stands for character\$. The function is followed by (12), the number for a clear screen. The function tells the computer to produce a string one character long. The character is the character represented by the number in the

parenthesis，in this case a control－L．See what happens when you enter the statement：

```
PRINT CHR&(72):CHR&(E9);CHR&{TE):CHF&(79)
```

Either your computer will tell you that you have given it some information it does not understand or it will put some letters on your screen．If your computer seems not to like this proce－ dure，check in the appendix for some additional information．

The idea sentence for MOVEIT is：
I want the computer to put a special character in the middle of the screen．I want the computer to move the character around randomly．

You know that you will see a line for the random number generator．This time we will use numbers between one and four．One will stand for up；two，for down；three，for left；four， for right．

Two other variables used in the program are a variable for the number of lines on your screen and a variable for the number of columns or characters on a line．You will need to change these variables to fit your computer．You will need to change the numbers in lines 60 and 70 ．We have included remark statements before these two lines to help you make the changes．The variable F\＄names the character that is being printed．You can change＂ X ＂to any other character you wish to use．The N\＄variable prints a blank in the space where the character was just printed to erase the character before printing it at a new spot．

Here is the beginning of the program：

```
10 REM PROGRAM MIVEIT
20 LET C.&=CHRま(12)
40 LET H=4
5 0 . ~ L E T ~ L = 1 ~
5 5 \text { REM SET THE NUMEER OF LINES ON THE NEXT LINE}
60 LET S=30
G5 FEM SET THE NUIMEER OF CHARRCTERS ON A LINE BELOW
70 LET C:=E4
80 LET Fま=*"X"*
90 LET Nま=`",
```

The next part of the program is used to define the special characters used to move the cursor．These lines may change for your computer．We have included the statements used on our computer．You will find the lines needed for several com－ puters in the appendix．

```
100 REM CUR'GOR CONTROL KEYS DEF INED NEXT
105 REM TD HIVE UF
110 LET Uき=CHFま (23)
115 REM TO MOVE CIOMN
120 LET Dま=CHR*{26)
125 REM TO MOVE LEFT
130 LET L$=[HR$(1)
135 REM TO MOVE RIGHT
140 LET R %=CHRま(19)
```

The rest of the program moves the character around．

```
150 FRINT C.क
1E0 FOR J=1 TOS/2
170 PRINT
180 NEXT J
190 PRINT THE (C/2);F年;
200 N=INT(1H-L+1)*RNG(2))+L
210 FRINT Lも;Nも;
220 IF N=1 THEN PRINT Uも;Fま;
230 IF N=2 THEN FRINT 口ま;Fま;
240 IF N=3 THEN PRINT Lま;Fま;
250 IF N=4 THEN PRINT Rま:Fま;
260 GOTO 200
270 EMD
```

When the program is run a strange thing will happen．After the program prints about 250 characters，the cursor will sud－ denly go down to a new line．This change happens because BASIC will only let you PRINT a line with 255 characters or less．Since all of our PRINT lines end with the＂$\because$＂．they tell BASIC not to go to a new line．After printing about 250 characters，BASIC will automatically go to a new line．

For many computers one does not have to use PRINT to put

information on the screen. For many computers the information to be put on the screen is stored in memory. These computers use what is called memory-mapped video. If we know where in memory the information goes, we can put information there ourselves without using the PRINT statement. We need a new statement called the POKE statement. The POKE statement pokes a value into a memory location. For our computer the screen memory starts at location 61568. If we type in the line:

```
FOKKE 61568.72
```

we will see the character " $H$ " printed at the top left corner of the screen. If your computer has a memory mapped video you can use MOVEIT2.

MOVEIT 2 Program

The MOVEIT2 Program is a lot like MOVEIT. The idea sentence is the same. However, the computer needs some different information. It needs to know where screen memory starts and ends and it needs to have a different description of the character it is going to display. It needs the number value of the character. The values for all characters is usually found by using the ASC function. The ASC function is included in lines $110,185,200$. The POKE statement is included in these same lines.

```
10 REM PROGRAM MOVEIT2
20 REM MEMORYMAPFED VERSIDN OF MOVEIT
30 LET Cま=CHRक (12)
40 LET C=64
42 LET H=4
44 LET L=1
50 LET Fq=**X",
60 LETNま=**",
ES REM THE NEXT LINE IS FOR START OF SCREEN RAM
70 LET M1=61568
7 5 \text { REM THE NEXT LINE IS FOR END OF SRREEN RAM}
80 LET M2=63487
90 FRINT C. 
```

```
100 LET F=(M1+M2) こ-E2
110 FOKE F, ASL(Fま
120 LETN=INT ( }H+L-1)*RND(1)) +
130 IF N=1 THENLET P1=F-口
140 IF N=2 THEN LET Pl=P+に
150 IF N=3 THEN LET Fl=P-1
1E0 IF N=4 THEN LET Fl=P+1
```

The next lines make sure that the random movement of the cursor does not call for pokes that are outside of the screen memory area．

```
170 IF Fl>M12 THEN LET F1=M1
1B0 IF F1<M1 THEN LET F1=M2
1BSFO|<EF, FSC(NE)
190 LET P=F1
200 FO|E F, AGCIF末う
210 GOTO 120
220 END
```

If you removed line 185 you would no longer have the blank to erase your character．All the characters poked to the screen would remain and fill up your screen randomly．

FIGURE Program

The next program is a program that lets you draw a simple figure to move around the screen．This is a good program to modify using the graphics characters on your computer．We have used subroutines to make modification easy．The pro－
 gram idea for the program is：

I want the computer to let me draw a figure using any characters I choose．I want to be able to move the figure to any place on the screen．

The program needs to do two major tasks．The first task is to draw the picture；the second is to move the figure around． To make it easy for you to change the program，we have placed the lines for these two tasks in subroutines．After the initial setup lines，you will see the main part of the program that sends the computer to the subroutines．Because the pro－ gram uses an array，the setup part of the program includes lines to define the array．It includes lines to define the clear
screen and send-the-cursor-home commands. It also includes lines to tell the computer how large the screen is and where to start drawing the object. You know from the earlier programs that you may need to change some of the numbers on these lines. Here is the first part of the program:

```
10 REM PROGRAM FIGURE
20 LET G=4
30 LIML$(7.7)
40 LET C&=CHRक(12)
50 LET H$=CHR$(17)
E0 LET LM=30
70 LET CM=63
80 LET L=1
90 LET C=0
100 EOSLE 400
110 PRINT [车
120 EOSUB EOO
130 EOGLO B00
140 EOTO 120
```

Lines 100 to 140 are really the commands of the program. You can see that most of the commands send the computer to the subroutines. The subroutines do the actual work of the program. The first subroutine reads data statements to put the information into the array that defines the object. The READ statements sends the computer to the DATA statements. The DATA statements include the actual "picture" that you have drawn. We have drawn a simple car using regular typewriter characters. You might want to use your own special graphics to draw a picture that looks a lot more like a real object. Here is what our picture will look like:


The picture must fit into a grid that is four squares by four squares. You can make the grid larger by changing the varia-
ble $S$ on line 20．Line 30，the DIM statement，is set for a maximum size of seven squares by seven squares．You could change the DIM statement to make an even larger figure，but if the figure is too large you may have difficulty moving it around the screen．The subroutine lines follow．The DATA statements are at the end of the program．

```
399 REM SUBROUTINE TO SET UP THE OB.JECT
400 FOR J=1 TO S
410 FIORK=1 TO S
4 2 0 ~ R E A D ~ L S ~ ( I , K )
430 NEXT K
440 NEXT.J
4.5 RETURN
```

The next subroutine prints the object on the screen．It is unlikely that you would want to change the lines in this subroutine．

```
599 REM SUER TO PRINT THE DEJECT
600 PRINT C.ま;
G10 FOR J=1 TOL
G20 PRINT
630 NEXT I
640 FOR J=1 TD S
650 PRINT TAE(C):L$(J.1);
660 FORK=2 TOS
670 PRINTLま(J,K);
GBO NEXTK
6 9 0 ~ P R I N T ~
700 NEXT J
710 RETURN
```

The next subroutine lets us tell the computer how to move the object．You will need to use the letters＂U，＂＂D，＂＂R，＂and ＂L＂to tell the computer which way to move．

```
7 9 9 ~ R E M ~ S U B R O U T I N E ~ T O ~ G E T ~ M O V E M E N T ~ O F ~ C U R S D R ~
800 PRINT Hま
B10 INPUT M$
8 2 0 ~ I F ~ M \$ = ` " U ` ` ~ T H E N ~ L E T ~ L = L - 1 ~
```

```
B30 IF M$="`L`" THENLET [=C-1
8 4 0 ~ I F ~ M \$ = " ~ " R " , ~ T H E N L E T ~ C = C + 1 ~
850 IF M$= "[1", THEN LET L=L+1
```



```
8 7 0 \text { IF M\$=* "[", THEN GOTO 890}
8B0 GOTO 800
890 IF L<=0 THEN L=LM-2
900 IF L>LM THEN LET L=1
910 IF C<0 THEN LET C=CM-2
920 IF E>CM THEN LET C=0
930 RETURN
```

Line 810 tells the computer to get the letter for the direction you want to move. The letter must be followed by pushing the return key because the INPUT statement always needs the information followed by a return. If you have a special statement to read the keyboard without using a return, you can change the INPUT statement to the new statement. You will find that the picture moves without the INPUT question mark prompt. The special statement may be a GET statement or an INKEY\$ function. You will need to have an IF statement on the same line. The changed line might look like one of these two lines:

```
810 GET Mक: IFM末=`" ,' THEN GOTO }81
```

or

```
810 M$=INkE``: IF M$=`" ,', THEN GOTD 810
```

The last part of the program includes the DATA statements used to define the picture. You will want to change these lines to draw your own pictures. An easy way to decide how to draw your picture with regular typewriter keys or graphics symbols is to use a paper grid. You need a grid with the same number of squares as the computer expects. A $4 \times 4$ grid has four squares across and four squares down. A $7 \times 7$ grid has seven squares across and seven squares down. Here is a $4 \times 4$ grid and $7 \times 7$ grid that you can copy and use to try out your pictures before changing the DATA statements.


|  |  |  |  |  |  |  |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |

Here are the program lines written to make the simple car.

```
GG` REM NEXT DEFINE THE DEIEIT WITH DHTA STHTEMENTS 4X4
1000 DHTA .. , , , -, , ,. , , , .-, , ,. ,,
1010 DHTA *!!",**,",* ,",*!``
```




```
2000 END
```

After you have typed in this program you will want to change the picture. You might want to have more than a $4 \times 4$ grid. It would be easy to save the program without any DATA statements. Then you could recall the program from your mass storage device and add the data statements to draw the picture you want. You should leave line 999 to remind you to add the data statements. You might want to add a remark line at the beginning of the program, too.

SQUAREIT Program


This last program is a simple game program. The game is simple. The program is not simple. The game is like an old squares game that people play on paper with a pencil. The players draw a game board by putting dots on the paper to stand for the corners of squares. The players then take turns drawing lines between the dots. The player who completes a box or square marks the box as his or hers. The winner of the game is the one who makes the most boxes. Your computer can draw the game board for you, but you cannot draw lines on your computer screen with a pencil. You can tell the computer where you want the lines. You will have to tell the computer which square you want and where to draw the line. In this game, you will tell which square you want by giving the row and the column of the square. You will tell where to draw the line by telling the computer to draw the up, down, left or right line.

The game is simple but the program is complex and it is much longer than all the other programs in this book. It has several subroutines that are at the beginning of the program rather than at the end. The subroutines come first so that the program can run faster. When a program is short, you can
put the subroutines at the end of the program or at the beginning. Where you put the subroutines does not make a difference in how long the computer takes to read in the subroutine. But when a program is long, the computer takes more time to find the subroutines if they are at the end of the program. Why? Because when it is told to look for a subroutine, the computer begins at the first line of the program and reads all the lines until it finds the line for the subroutine. The computer will have to read fewer lines if the subroutines are at the beginning of the program.

The program idea for SQUAREIT is:
I want the computer to let a friend and I play a game in which we each have a chance to complete squares. The game will be played on a game board of dots that represent squares that could be completed. We will alternate turns at drawing one of the four lines that make a square. The person who draws the line to complete a square will win that square. I want the computer to mark each completed square to show who won it. The computer will need to check each line drawn to be sure it can be drawn. It should also count the squares that each player has at the end of the game.

This program uses four new BASIC functions. The first function is similar to LEFTS. It is the MIDS function. While the LEFTS function told the computer to look at characters in a string beginning at the left of the string, MID tells the computer to look at characters in the middle of the string. You must tell the computer what you mean by "middle." You tell the computer to start looking at a particular character in the string. The computer calls the first character one and counts to whatever character you say is the start of the "middle." You must also tell the computer where the "middle" ends. You tell it that the "middle" ends after it counts the number of characters you tell it to. You might tell the computer that the "middle" begins at three and includes four characters or that it begins at six and includes three characters. MIDS and LEFTS are the same functions if you tell the computer that the "middle" begins at character one.

Just as when you used LEFTS，you must tell the computer the string that it must use with MID\＄．There is also a RIGHT\＄ function．It is not included in this program but you can guess that it is like LEFTS function except that the computer looks at the right end of the string．A MIDS line looks like this：

```
123 LET H£="*ABCDEFG"*
124 LET Bま=川I[ま!日ま,3,2)
125 FRINT B生
```

Do you know what will be printed by line 125 ？The middle of the string called AS will be printed．The AS string is ＂ABCDEFG．＂But what is the＂middle？＂The＂middle＂begins at the third character and is two characters long．That means that B\＄is the string＂CD．＂Your computer would print＂CD．＂ If you change the＂ 3 ＂and the＂ 2 ＂in the MIDS expression you can print different letters．If you write line 124 as

you would print＂BCD．＂
The second function is LEN．Notice that this fuction does not have a dollar sign．It is going to give you a number，not a string or list of characters．The number it will give you is the length of a string．The computer will count the number of characters in the string you ask it to look at．You tell it what string to count by putting the string name in parenthesis after the function like this：

```
126 LET X=LEN(H#)
127 PRINT X
```

If you include these lines with the lines above，the computer will tell you that A\＄is 7 characters long．

The last two functions are used with PRINT．They are TAB and SPC．TAB tells the computer to move over to the column number to which you tell it to move．You tell the computer where to move by putting the column number in parenthesis after TAB．Most computers have the TAB function．Some computers also have the SPC function．SPC stands for space and tells the computer to put in as many spaces as you have
indicated in parenthesis after SPC. If your computer does not have an SPC function, you can use the LEFTS function to include the number of spaces you need. You define the variable SP\$ as a lot of spaces and then use the LEFTS function to include the number of spaces you need. Instead of one line you will need two but if you use the SPC function more than once, you will only need one variable line. You could include the string of spaces at the beginning of the program in the setup section. Here is how the line would look:

```
15 LET SP&=``
```

Your line to replace the program line with the SPC function that looks like this:

```
128 FRINT SPC(7): "HELLO"
```

would look like this:

```
128 PRINT LEFTक(SP&,7); "HELLD"*
```

The program begins with a setup section that names and gives dimensions to the important variables used in the program. The first variable is NS. NS stands for number of squares to be used in the game. NS=3 means that the game will be played with three rows and three columns. B is an array that has the picture of the game board. C\$ and H\$ are variables you have seen before. They are the clear screen and home the cursor variables. You may need to set them for your computer. TA is a variable to tell where to start the game board. Line 30 tells the computer to reserve extra space in memory for the string variables that will be used in this program. We never needed to worry about the amount of string space in our other programs because we always had short strings. Line 90 tells the computer to find line 10000 to find the main part of the program. The computer will skip over all the lines before line 10000 . These lines that are skipped are the lines for the subroutines which the computer will find when the main part of the program uses one of them. Here is the setup part of the program:

[^2]```
20 REM SET LINE 40 WITH SIEE OF EOAR[]
30 CLEAR1300)
40 LET NS=3
50 [IME禾(NS*2+3)
G0 LET [ま=「HRま(12)
70 LET H$=「HFक(17)
B0}TH=1
90 BUTO 10000
```

The next part of the program is a subroutine to write the game board on the screen．Every time your friend or you make a move，the board must be rewritten on the screen to show the change．This subroutine is the one most frequently used and so it comes first．

```
4000 REM SUBROUTINE TO FE-WRITE BORRD TO SCREEN
4010 FRINT [官
4020 FOR I= TONS*2+1+2
4030 FRINT THE (TH);E专(I)
4040 NEXT I
4050 RETURN
```

The next two subroutines print messages when you make a mistake while playing the game．

```
4500 REM SUEROUTINE WRONG GIUARE LDCATIDN ERROR MESGAGE
4510 FRINT H$
4520 FOR J=1 TGNS*2+4: FRINT: NEXT J
4530 IF R`NNS THEN FRINT *ROUN TOL LFRGE**;
4540 IF C>NS THEN FRINT "COLUNN TOI LARGE"`;
454.5 IF [<<=0 OR F<<=0 THEN FRINT * * OR EIGGER. . "*
4550 PRINT GFU(25)
4560 FOR J=1 TI 500
4570 NEXT J
4580 RETLIFN
4EO0 REM SIEROUIT INE WRONG L INE ERROR MESGAGE
4G10 FRINT HE
4G20 FIR J=1 TONS*2+4: FRINT:NEXT J
4E30 FRINT * INCORRECT ENTR'%-TF'Y RGHIN
4E40 FOR I=1 TO 500
```

```
4650 NEXT I
4EEO RETURN
```

The next three subroutines are used to find out what move a player wants to make.

```
5000 REM SURROUTINE SEE IF SELECTE[I LIHE ALREAD'Y MARKKED
5 0 1 0 ~ L E T ~ E = 1 ~
5020 LET 22=2*P+2
5 0 3 0 ~ L E T ~ こ 3 = 2 * L : ~
```



```
    E=0
```



```
    E=0
```



```
    E=0
```



```
    E=0
50B0 RETURN
5200 REM SUBROUTINE TO F IND OUT WHICH SQUARE WANTED
```



```
5220 PRINT H$
5 2 3 0 ~ F O R ~ J = 1 ~ T O N G * 2 + 4 : ~ F R I N T ~ : ~ N E X T ~ J ~
5240 FRINT "ROW FND COLUMN OF SQUARE"; SPC(E);
5250 FGR J=1 TO E: PRINT CHR&(8);: NEXT J
5260 INPUT R,C
5 2 7 0 ~ I F ~ R > N S ~ O R ~ C \ N S ~ T H E N L E T ~ E = 1 ~
5200 IF R<=NS ANDI C<=NS THEN LET E=0
5285 IF R < = 0 OR C < =0 THEN LET E=1
5290 IF E=1 THEN GOSUB 4500
5300 IF F.,U, [,"; SPC(6);
5 3 1 0 ~ F E T U F N \|
5400 REM SUBROUTINE LOCATION IN THE SDUARE TO MARK
5 4 1 0 ~ F R I N T ~ H \$ ~
5420 FOR I=1 TO NS*2+4: FRINT : NEXT J
5430 FRINT *"MFRKK,L,F.U,[``* SPC(G);
5440 FIIF J=1 T[IG: FRINT [HF$ (B);: NEXT J
5450 INFUT [车
```





```
5470 EOSUE 4E00
54B0 EOTO 5410
54G0 RETURN
```

The next six subroutines put the line that has been chosen into the array，and check to see if a square or squares are finished by adding the line．If a square or squares are fin－ ished，the program marks them with the number of the winner and adds a counter to the total score of the player． There are also two error message routines included in the six．

```
5600 REM MARK THE ENTE'Y' IN THE EMARO ARRA'Y
5610 IF [沫= 'U", THEN
```



```
        MI[क(E出(2*R+1),2*[+1,2*NG+E)
5620 IF [1क=" [1" " THEN
    LET Eक(2*R+3)=LEFTक(日क(2*R+3), 2*C-1)+\cdots-"*+
        MI[生(E䖝(2*R+3),2*C+1,2*NS+E)
5630 IF [q= "L'` THEN
```



```
        MI[ま(Eक(2*R+2), 2*C, 2*NS+E)
5E40 IF [$=*"R", THEN
```



```
        MIDक(Bも(2*R+2),2*[+2,2*NG+E)
5650 RETURN
5700 REM SUEROUTINE SEE IF SQUARE IS FINISHE[
5.10 LET Ml=1
5720 IF MIDक(E出(2*R+1), 2*С,1)=*"*
```



```
    THEN LET Ml=0
5700 IF MI[क(E&(2*R+2), 2*C--1,1)=***
        OFMID&(Bक(2*R+2),2*C+1,1〕=`"*
    THEN LETMl=0
570 RETIIRN
5900 REM SLUARE [IDNE-MARK CENTER. ADD 1 TO SDORE
5910 LET E#(2*R+2)=LEFT末{E$(2*R+2), 2*[-1)+
        CHRक(FL+4B)+MID$(B#,2*R+21,2*E+1,2*NS+E)
```

```
5920 IF FL=1 THEN LET Sl=51+1
5930 IF PL=2 THENLET 52=52+1
5940 RETURN
G000 REM PLACE FLREADYMARKED ERFOR MESGAGE
E010 PRIMT H$
G020 FOR J=1 TDNS*2+4: PRINT : NEXT J
G030 FRINT * THAT LOCHTION ALREADY'USED , ,
6040 FOR J=1 TO 500
6050 NEXT I
6060 RETURN
G500 REM SQUARE ALREADY F ILLED ERROR MESSAGE
6510 PRINT Hま
6520 FOR J=1 TO NS*2+4: PRINT : NEXT I
6.530 PRINT "THAT GQUARE COMPLETED!!": SPC(10)
E.540 FOR J=1 TO 500
E.5.50 NEXT J
6560 FETLIRN
7000 REM SEE IF CURRENT DR ADIACENT SQUARE IS F INISHED
7010 GOGUE 5700
7020 IF M1=1 THEN GOSUE 50SUE 5900
7055 IF Ml=1 THEN LET M1=\emptyset
7 0 6 0 ~ L E T ~ C = C + 2
7070 IF Sま=**", AND C< >(NS+1) THEN GDSUE 570日
20B0 IF Ml=1 THEN GOSUE 5900
7085 IF M1=1 THEN LET M1=0
7090 LET C=[-1: LET R=R-1
7100 IF [&=`"U", AND R< >0 THEN BOSUB 5700
700 IF Ml=1 THEN GOSUE 5900
7115 IF Ml=1 THE LET Ml=0
7120 LET R=R+2
730 IF [$="[0" FND R< >(NS+1) THENGOSUE 5700
740 IF Ml=1 THEN GOSUE 5900
745 IF M1=1 THEN LET M1=0
7150 LET R=R-1
7160 RETURN
```

The next subroutine asks for the names of the players． When you play the game，the computer marks the squares you complete with either a one or a two．When it tells you that
it is your turn，it gives both your number and your name．

```
9100 REM GET NAMES DF PLGYERS
9100 FOR J=1 TO 10: PRINT :NEXT J
9140 INFUT "NAME DF PLAYER 1";妵
91.50 LET Xゅ=Xぁ+\cdots *
9170 INFUT "NAME OF FLGYER 2" ';'生
9180 LET Y文=Y'$+** *+
9190 FOR J=1 TO 500
9200 NEXT J
9210 FRINT Cक 
9220 RETURN
```

The final subroutine builds the complete board for the game from DATA statements at the very end of the program． The first part of the subroutine reads in a $3 \times 3$ game board from the DATA statements．If you use more than a $3 \times 3$ board， the next part of the routine builds the part of the board greater than $3 \times 3$ ．The last lines of the routine print the name of the game and set the score counters， S 1 and S 2 ，to zero．

```
9500 REM SUBROUTINE TO SET UP THE GAME BIOARD
9510 PRINT C. 
9520 IF NS<3 THEN LET NS=3
9530 FOR J=1 T0 9
9540 REH[1 E& (I)
9550 NEXT J
9560 IF NS=3 IF THEN GOTD 9E80
9570 REM NEXT LINES LHN INEREASE EOARD SIZE
9580 FOR I=10 TONS*2+3
9590 LET B$(J)=E&(J-2)
9600 NEXT I
9610 LET Fま=`" , `:LET F&=LEFT虫(P出,(NS-3)*2+1)
9620 LET Qゅ=Bま(9)+Bま(9)
9630 LET पま=LEFTま{0ま,(NSー3)*2)
9632 LETR\pm="4 5 E 7 8 ",
9E34 LET LI=1
9E40 FOR J=3 TONS*2+2 STEP 2
```




```
9EE5 LET L1=Ll+1
GETO NEXT I
```





```
GEGO REM NEEL THIS FOR A EOTO STHTEMENT
GEG5 FEMNEXT LINES GIVE THE GHME TITLE ANLI SET COUNTERS
9E90 FOR J=1 TO 5: FRINT :NEKT J
G700 PRINT TAB(10); "SLILARE-IT",
970 FOP J=1 TO 5 : FRTNT :NEXT I
g720 FRINT "Г 19日2 EY' D&F HARRIS"*
G70 FOR I=1 TO 500
9240 NEXT.I
9750 FRINT L手
9760 LET Sl=0
9770 LET 52=0
97B0 FETIIRN
```

Now that you have seen all the subroutines，you are ready to see the main part of the program．You can guess that this part will have a lot of GOSUB Lines．Can you guess how many GOSUB Lines？There are fewer GOSUB lines that subrou－ tines．There are thirteen GOSUB lines and GOSUB 4000 is used twice．All the subroutines are included once on a GOSUB line．But there are fourteen subroutines，two more than used in the main part of the program．Do you know where the other subroutines are used？They are used in other subroutines．This is a complex program．It has many subroutines and some of the subroutines use other subroutines．

```
10000 REM **********************************
10010 REM THE MAIN PART OF THE PROGRAM
10020 GOSUE 9500
10050 GOSIUE 9100
10040 EOSLE 4000
10050 LET PL=1
100G0 REM THE NEXT LINE LETS FLAYER 1GO FIPST
10070 LET 2ま=絆
```

```
10080 REM NEXT LINE CALCULATES THE MOVES IN THE GAME
10090 LET NM=2*NS*(NS+1)
10100 REM START OF FOR-NEXT LOOP FOR THE ACTUAL GAME
10110 FGR I=1 TO NM
10120 FRINT H\pm;
10125 FOR J=1 TO 2*N5+4: PRINT :NEXT J
10130 PRINT "'PLA'YER"';PL;* ',;Z$
10140 GOSUB 5200
10150 GOSUB 5?00
10160 IF M1=0 THEN GOTO 10190
10170 GOSUB ES00
10180 GOTO 10140
10190 GOSUB 5400
10200 GOSUB 5000
10210 IF E=0 THEN GOTO 10240
10220 GOSUB G000
10230 GOTO 10190
10240 GOSUE 5600
10250 G05UB 7000
10260 IF M1=0 THEN GOTO 10280
10270 GOSUB 5900
10280 GOSUB 4000
10290 IF PL=1 THEN LET 己$=Y官
10300 IF PL=2 THEN LET こぁ=\ $ 
10310 IF PL=1 THEN LET PL=2 : GOTO 10330
10320 LET PL=1
10330 NEXT I
10340 REM GAME OVER GIVE FINAL MESSAGE
10350 PRINT H$
10360 FOR I=1 TDNS*2+4: PRINT :NEXT J
10370 PRINT *PLAYER 1 HAO ',;S1;" SQUARES FINISHED',
10380 PRINT *PLAYER 2 HAD ",:S2;" SQUARES FINISHED',
10390 PRINT: PRINT *TYPE RUN TO PLAY AGAIN"*
10400 GOTD 20090
```



```
10420 REM NEXT ARE DATA STATEMENTS FOR 3X3 BDARD
20000 DATA "COLUMN",
20010 DATA`` 2 2 3 "
```

```
20020 DHTH .`. . . . **
20030 DATA .. 1..
20040 DFTH . . . . . ROW. R
20050 DATA .. 2.,
20060 DATA .. . . . . '.
20070 DATA .. 3,
20080 DATA * . . . . ',
20070 EN[
```

When you type in this long program you will want to be sure to check the notes in the Appendix to see if there are any specific changes that must be made for your computer. Some computers need to use PRINT AT statements to replace the statements for home and tab. Some computers have special requirements when you want to work with strings. Check the Appendix for information on six popular computers; the Apple II + , the VIC Color Computer, the Timex Sinclair 1000, the Texas Instruments Computer, the Radio Shack Computers and the Atari Computers. You will find a chart summarizing the BASIC statements and functions and giving some other information. Also, notes are included on some of the changes that need to be made in the program for these computers. Have fun using the ideas in this chapter to write your own programs.


## Appendix

Basic Statements and Functions for Six Computers

| STATEMENTS | APPLE |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- |
|  | IIt |


| FUNCTIONS | APPLE | VIC |  |  |  |  |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- |
|  | II | COLOR | TIMEX | TEXAS | ATARI | RADIO |
| LEFTS |  |  |  |  |  | SHACK |
| LEFTS | same | same | special | special | special | same |
| RIGHTS | same | same | special | special | special | same |
| MIDS | same | same | special | special | special | same |
| CHRS | same | same | same | same | same | same |
| ASC | same | same | CODE | same | same | same |
|  |  |  | KEY |  |  |  |
| LEN | same | same | same | same | same | same |
| TAB | same | same | same | same | no | same |
| SPC | same | same | no | no | no | no |
| INT | same | same | same | same | same | same |
| RND | same | same | same | special | special | same |


| OTHER | APPLE | VIC |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| Il + | COLOR |  |

# Other Information on the Computers and Programs 

## APPLE II

The programs generally run on the APPLE II with very few changes. The most important change is that you must use the special commands to home the cursor and clear the screen (see the table). The PRINT CHR\$(xxx) are not used to move the cursor. HTAB and VTAB are used instead. Whenever a program has these commands you should substitute the correct Apple command.

## VIC COLOR COMPUTER

The programs should run on the VIC just as they are written. Just remember to change the CHR\$ values to those in the tables above.

## TIMEX

You must use the LET statement with the Timex computer. You must also tell the computer what each variable is equal to. To use the variable $A$, you must include the statement LET $\mathrm{A}=0$. The TIMEX can have only one variable for a DIM statement so when programs say: DIM A(2), B(4) you must write the information on two lines using two DIM statements. With a string array you must tell the computer how long your strings will be. You must add an extra number to the DIM statement. In the program the DIM statement would look like this: DIM AS(2). In your program the statement would look like this: DIM A $\$(2,20)$. The 20 would tell the computer that the longest string is not more than 20 characters long. The Timex computer uses the form $\mathrm{A} S(\mathrm{~N} 1$ to N 2$)$ to accomplish the same functions as the three separate functions listed as RIGHT\$, LEFTS and MID\$. Remember that the TIMEX keys are labeled with the command words. They do not have to be typed in. To use the random number program use the RND command without a number in parentheses.

## TEXAS INSTRUMENTS

The TEXAS INSTRUMENTS computer can have only one statement per line. If you find a program line with two statements, just divide the statements into two lines. The IF ...THEN lines in all programs must also be changed. The programs are written with statements following the THEN statement like this:

```
120 IF f&=""ND", THENFRINT "GIDRECT".
```

You must change the line to remove the PRINT statement. Your line would look like this:

```
120 IF H车-"*NO"* THEN 121 ELSE 130
```

121 PRINT "CDRRELT"
Line 130 would be the next line of the program after line 120 and would not have to change unless, of course, it also was an IF...THEN line.

The TEXAS INSTRUMENTS computer also uses the SEG\$ command to take the place of RIGHT\$, LEFT\$ and MID\$. The command is written SEG\$A\$ (N1,N2) which tells the computer to take a part of the string called A\$. In place of N1, put the number of the character of the string that you want the computer to take first. N2 should be replaced by the number of the character where you want the computer to stop.

## ATARI

For the ATARI computers, all string variables must be initialized so you must use a DIM statement for all of the string variables in a program. The DIM statement should be used to tell the computer the maximum number of characters in any string.

The ATARI also uses the one command to take the place of RIGHT\$, LEFT\$ and MID\$. The command is written without a special command word and looks like this: AS(N1,N2). This line tells the computer to take a part of the string called A\$. In place of N1 you should put the number of the character of the string that you want the computer to take first. N2 should be replaced by the number of the character where you want the computer to stop. You can put any command in front of the string variable. You could use the command PRINT A\$(N 1,N2).

When you want to use the random number generator, you must first use RANDOMIZE and then use RND with no number in parentheses after the command.

## RADIO SHACK

To use the programs on the RADIO SHACK computers, you need to make only a few changes. To send the cursor to home, you must use PRINT@ 0 in place of CHRS(xx). To move the cursor around, you use PRINT@ followed by the space where you want the cursor to move. To clear the screen. you use CLS instead of CHR\$(xx).

INKEY\$ replaces GET in all programs.

## Index

| Address | 15 | Hexadecimal | 20 |
| :---: | :---: | :---: | :---: |
| Array | 44 |  | 14 |
| Bit | 20 | Memory | 14 |
| Bus | 13 |  |  |
| Byte | 20 | Nibble | 20 |
| Chip | 13 | Output Devices | 12 |
| Clear Screen | 54 | Program | 14 |
| Companion Space |  | Punctuation |  |
| Operators | 39 | Colon | 49 |
| $=$ | 39 | Comma | 33 |
| $<$ | 39 | Parenthesis | 52 |
| $>$ | 39 | Semicolon | 33 |
| CPU | 13 |  | 15 |
| Cursor Control | 54 | Random | 42 |
| Disk Drive | 16 | Registers | 13 |
| Disk | 16 | Remarks | 26 |
| Functions | 42 | ROM | 15 |
| ASC | 57 | Statements | 26 |
| CHRS | 54 | DATA | 52 |
| INKEYS | 61 | DIM | 45 |
| INT | 43 | END | 28 |
| LEFTS | 52 | FOR..NEXT | 35 |
| LEN | 65 | GET | 61 |
| MID\$ | 64 | GOSUB | 45 |
| RIGHT\$ | 65 | GOTO | 31 |
| RND | 42 | IF...THEN | 38 |
| SPC | 65 | INPUT | 27 |
| TAB | 65 | LET | 36 |
| Home Cursor | 59 | POKE | 57 |
|  |  | PRINT | 27 |
| INPUT Devices | 12 | READ | 52 |
| I/O Devices | 12 | REM | 26 |
| Keyboard | 12 | RETURN | 49 |
| Keyboard | 12 | Strings | 27 |
| Languages | 23 | Subroutine | 45 |
| Assembly | 23 | Variable | 27 |
| BASIC | 24 | Variable | 27 |
| Binary | 19 | Word | 22 |

Have you just bought a computer? Do you plan to own one soon? Then Computer Programming 1,2,3! is a must for you and your family. Learn how to create video games. Learn how to write programs to help a younger brother or sister master number facts-and learn so much more!

This book includes step-by-step instructions for writing BASIC programs-all which help the novice to learn the language and to experience instant success at the computer keyboard.

Computer Programming 1,2,3! presents and develops programs from the simple to the complex, providing built-in reinforcement and new challenges on every page. You can change these programs, if you wish, and then move on to creating your own. Happy computing!



[^0]:    *The Appendix lists the Basic Statements for several computers. Check to see if information on your computer is included.

[^1]:    *Check the Appendix for information on the Texas Instruments computer.

[^2]:    10 REM SDIUARE-IT

